MERGE SORT FOR LINKED LIST

Given Pointer/Reference to the head of a linked list, task is to Sort the given linked list using Merge Sort.

You need to complete the function splitList() and mergeList(), which will be called by the function mergeSort().

void mergeSort(struct node\*\* headRef)

{

struct node\* head = \*headRef;

struct node\* a, b;

if ((head == NULL) || (head->next == NULL))

return NULL;

splitList(head, &a, &b);

mergeSort(&a);

mergeSort(&b);

\*headRef = mergeList(a, b);

}

The spliList() function takes three input, head of the linked list and references to two pointers that are initially null. The function changes these pointers so that will point to the two new splitted lists, left and right halves respectively. The function splits the linked list in to two halves just like in standard merge sort and store the two new head in pointer a and b respectively. As the name suggests function mergeList will merge two linked lists, as in standard merge sort and should head pointer to of the new merged list.

Note: If the length of linked list is odd, then the extra node should go in the first list while splitting.

Input:

There will be multiple test cases, for each test case function mergeSort() will be called separately. The only input to the function is the pointer/reference to the head of the linked list.

Output:

For each test, print the sorted linked list.

Constraints:

1<=T<=100

1<=N<=105

Example:

Input:

2

5

3 5 2 4 1

3

9 15 0

Ouput:

1 2 3 4 5

0 9 15

Note:The Input/Output format and Example given are used for system's internal purpose, and should be used by a user for Expected Output only. As it is a function problem, hence a user should not read any input from stdin/console. The task is to complete the function specified, and not to write the full code.

**PROGRAM**

/\*Please note that it's Function problem i.e.

you need to write your solution in the form of Function(s) only.

Driver Code to call/invoke your function is mentioned above.\*/

//User function Template for Java

class GfG

{

public static Node sortedMerge(Node a, Node b)

{

Node result=null;

if (a == null)

return b;

if (b == null)

return a;

if (a.data <= b.data)

{

result = a;

result.next = sortedMerge(a.next, b);

}

else

{

result = b;

result.next = sortedMerge(a, b.next);

}

return result;

}

public static Node getMiddle(Node h)

{

if (h == null)

return h;

Node fastptr = h.next;

Node slowptr = h;

while (fastptr != null)

{

fastptr = fastptr.next;

if(fastptr!=null)

{

slowptr = slowptr.next;

fastptr=fastptr.next;

}

}

return slowptr;

}

}

OUTPUT

Correct Answer.![Correct Answer](data:image/png;base64,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)  
Execution Time:0.5